**Q.1 Array and linked list implementation of list**

**Theory**

Arrays and linked lists are fundamental data structures used in programming.

**Arrays**:

* Contiguous memory blocks storing elements of the same type.
* Efficient random access via indexing.
* Fixed size, making resizing expensive.

**Linked Lists**:

* Consist of nodes with data and a reference to the next node.
* Efficient insertion and deletion.
* No direct access by index, requiring sequential traversal.

**Use Cases**:

* **Arrays**: Preferred for frequent random access or fixed-size collections.
* **Linked Lists**: Suitable for dynamic resizing, efficient insertion/deletion, and memory efficiency.

**Java code:**

import java.util.Scanner;

public class LinearListOperations {

    private static final int LIST\_SIZE = 30;

    private static int[] element;

    private static int top = -1;

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        while (true) {

            System.out.println("\n\n Basic Operations in a Linear List......");

            System.out.println(" 1. Create New List \t 2. Modify List \t 3. View List");

            System.out.println(" 4. Insert First \t 5. Insert Last \t 6. Insert Middle");

            System.out.println(" 7. Delete First \t 8. Delete Last \t 9. Delete Middle");

            System.out.println("Enter the Choice 1 to 10: ");

            int ch = scanner.nextInt();

            switch (ch) {

                case 1:

                    top = -1;

                    System.out.println("Enter the Limit (How many Elements):");

                    int n = scanner.nextInt();

                    element = new int[LIST\_SIZE];

                    for (int i = 0; i < n; i++) {

                        System.out.print("Enter The Element [" + (i + 1) + "]: ");

                        element[++top] = scanner.nextInt();

                   }

                    break;

                case 2:

                    if (top == -1) {

                        System.out.println("Linear List is Empty:");

                        break;

                    }

                    System.out.println("Enter the Element for Modification:");

                    int moddata = scanner.nextInt();

                    int found = 0;

                    for (int i = 0; i <= top; i++) {

                        if (element[i] == moddata) {

                            found = 1;

                            System.out.println("Enter The New Element:");

                            element[i] = scanner.nextInt();

                            break;

                        }

                    }

                    if (found == 0)

                        System.out.println("Element " + moddata + " not found");

                    break;

                case 3:

                    if (top == -1)

                        System.out.println("\n Linear List is Empty:");

                    else if (top == LIST\_SIZE - 1)

                        System.out.println("\n Linear List is Full:");

                    for (int i = 0; i <= top; i++)

                        System.out.println("Element[" + (i + 1) + "] is --> " + element[i]);

                    break;

                case 4:

                    if (top == LIST\_SIZE - 1) {

                        System.out.println("Linear List is Full:");

                        break;

                    }

                    top++;

                    for (int i = top; i > 0; i--)

                        element[i] = element[i - 1];

                    System.out.println("Enter the Element:");

                    element[0] = scanner.nextInt();

                    break;

                case 5:

                    if (top == LIST\_SIZE - 1) {

                        System.out.println("Linear List is Full:");

                        break;

                    }

                    System.out.println("Enter the Element:");

                    element[++top] = scanner.nextInt();

                    break;

                case 6:

                    if (top == LIST\_SIZE - 1)

                        System.out.println("Linear List is Full:");

                    else if (top == -1)

                        System.out.println("Linear List is Empty.");

                    else {

                        found = 0;

                        System.out.println("Enter the Element after which the insertion is to be made:");

                        int insdata = scanner.nextInt();

                        for (int i = 0; i <= top; i++)

                            if (element[i] == insdata) {

                                found = 1;

                                top++;

                                for (int j = top; j > i; j--)

                                    element[j] = element[j - 1];

                                System.out.println("Enter the Element:");

                                element[i + 1] = scanner.nextInt();

                                break;

                            }

                        if (found == 0)

                            System.out.println("Element " + insdata + " Not Found");

                    }

                    break;

                case 7:

                    if (top == -1) {

                        System.out.println("Linear List is Empty:");

                        break;

                    }

                    System.out.println("Deleted Data --> Element: " + element[0]);

                    top--;

                    for (int i = 0; i <= top; i++)

                        element[i] = element[i + 1];

                    break;

                case 8:

                    if (top == -1)

                        System.out.println("Linear List is Empty:");

                    else

                        System.out.println("Deleted Data --> Element: " + element[top--]);

                    break;

                case 9:

                    if (top == -1) {

                        System.out.println("Linear List is Empty:");

                        break;

                    }

                    System.out.println("Enter the Element for Deletion:");

                    int deldata = scanner.nextInt();

                    found = 0;

                    for (int i = 0; i <= top; i++)

                        if (element[i] == deldata) {

                            found = 1;

                            System.out.println("Deleted Data --> Element: " + element[i]);

                            top--;

                            for (int j = i; j <= top; j++)

                                element[j] = element[j + 1];

                            break;

                        }

                    if (found == 0)

                        System.out.println("Element " + deldata + " Not Found");

                    break;

                default:

                    System.out.println("End Of Run Of Your Program.........");

                    scanner.close();
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  }}}}

**In Conclusion:**

The choice between array and linked list implementations depends on application needs, such as access frequency, insertion, and deletion operations, and memory constraints. Arrays excel in scenarios requiring frequent index-based access due to their constant-time element retrieval, but resizing them can be costly. Linked lists offer dynamic memory allocation with efficient insertion and deletion, though they lack efficient random access and consume more memory due to pointer storage. Ultimately, the specific use case determines the most suitable data structure.

**Q.2 Stack operations and Queue operations**

1. **Stack operations using Array**

**Theory:**

#### **Stack Operations**

A stack is a LIFO (Last-In-First-Out) data structure where the last element added is the first one to be removed. In Java, the Stack class is used to implement stacks.

**Key Operations**:

* **Push**: Adds an element to the top.
* **Pop**: Removes and returns the top element.
* **Peek**: Returns the top element without removing it.
* **IsEmpty**: Checks if the stack is empty.
* **Size**: Returns the number of elements.

#### **Queue Operations**

A queue is a FIFO (First-In-First-Out) data structure where the first element added is the first one to be removed. Java uses the Queue interface, commonly implemented by the LinkedList class.

**Key Operations**:

* **Add (Enqueue)**: Adds an element to the end.
* **Poll (Dequeue)**: Removes and returns the front element.
* **Peek**: Returns the front element without removing it.
* **IsEmpty**: Checks if the queue is empty.
* **Size**: Returns the number of elements.

**Code using Java : stack operations**

import java.util.Stack;

public class StackExample {

public static void main(String[] args) {

Stack<Integer> stack = new Stack<>();

stack.push(10);

stack.push(20);

stack.push(30);

System.out.println("Top element: " + stack.peek());

System.out.println("Popped element: " + stack.pop());

System.out.println("Popped element: " + stack.pop());

System.out.println("Is stack empty? " + stack.isEmpty());

System.out.println("Size of stack: " + stack.size());
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}

**Code using Java : Queue operations**

import java.util.LinkedList;

import java.util.Queue;

public class QueueExample {

public static void main(String[] args) {

Queue<String> queue = new LinkedList<>();

queue.add("apple");

queue.add("banana");

queue.add("cherry");

System.out.println("Front element: " + queue.peek());

System.out.println("Dequeued element: " + queue.poll());

System.out.println("Dequeued element: " + queue.poll());

System.out.println("Is queue empty? " + queue.isEmpty());

System.out.println("Size of queue: " + queue.size());
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**Conclusion:**

Stacks and queues are essential data structures in Java used for different purposes: **Stacks** follow a LIFO (Last-In-First-Out) approach, making them ideal for scenarios like reversing data or managing function calls, with operations like push(), pop(), and peek(). **Queues** follow a FIFO (First-In-First-Out) model, suitable for tasks like scheduling or buffering, with operations like add(), poll(), and peek(). Choosing between them depends on whether you need to process elements in reverse order or sequentially.

**Q3. Recursion**

**Theory:**

Recursion is a technique where a method calls itself to solve a problem by breaking it down into simpler subproblems. It involves two main parts: the **base case**, which stops the recursion, and the **recursive case**, which moves towards the base case.

**Common Recursive Problems:**

* **Factorial Calculation:** Computes the product of all positive integers up to a number. It multiplies the number by the factorial of the number minus one until it reaches zero.
* **Fibonacci Sequence:** Generates numbers where each term is the sum of the two preceding ones, starting with 0 and 1.
* **Tower of Hanoi:** A puzzle involving moving disks between rods following specific rules, solved by moving smaller groups of disks recursively.

**Advantages:**

* Simplifies complex problems by breaking them into smaller tasks.
* Useful for problems involving sequences, tree structures, and divide-and-conquer strategies.

**Disadvantages:**

* Can use more memory and be less efficient due to repeated function calls.
* Risk of stack overflow if the recursion depth is too large.

**Java code for recursion:**

public class RecursionExamples {

public static void main(String[] args) {

System.out.println("Factorial of 5 is: " + factorial(5));

int term = 6;

System.out.print("Fibonacci series up to term " + term + ": ");

for (int i = 0; i < term; i++) {

System.out.print(fibonacci(i) + " ");

}

System.out.println();

towerOfHanoi(3, 'A', 'C', 'B');

}

public static int factorial(int n) {

if (n == 0)

return 1;

return n \* factorial(n - 1);

}

public static int fibonacci(int n) {

if (n <= 1)

return n;

return fibonacci(n - 1) + fibonacci(n - 2);

}

public static void towerOfHanoi(int n, char fromRod, char toRod, char auxRod) {

if (n == 1) {

System.out.println("Move disk 1 from rod " + fromRod + " to rod " + toRod);

return;

}

towerOfHanoi(n - 1, fromRod, auxRod, toRod);

System.out.println("Move disk " + n + " from rod " + fromRod + " to rod " + toRod);

towerOfHanoi(n - 1, auxRod, toRod, fromRod);

}
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**Conclusion:**

Recursion is a powerful technique that solves problems by breaking them into smaller subproblems and solving each recursively. It is used in scenarios like calculating factorials, generating Fibonacci sequences, and solving puzzles like the Tower of Hanoi. While recursion simplifies problem-solving and algorithm design, it can be memory-intensive and less efficient due to repeated function calls.

**Q.4 Linked list implementation of Stack and Queue**

**Linked List** is a dynamic data structure composed of nodes, each containing data and a reference to the next node. It is useful for implementing various abstract data types like Stacks and Queues.

#### **Stack Implementation** A Stack is a Last-In-First-Out (LIFO) data structure where the most recently added element is the first to be removed. It supports two main operations:

* **Push:** Add an element to the top of the stack.
* **Pop:** Remove and return the element from the top of the stack.
* **Peek:** View the element at the top without removing it.
* **IsEmpty:** Check if the stack is empty.
* **Size:** Get the number of elements in the stack.

**Linked List Operations:**  
In the linked list implementation of a stack:

* **Push:** Add elements to the beginning of the list.
* **Pop:** Remove elements from the beginning of the list.
* **Peek:** Access the first element of the list.

**Advantages:**

* **Dynamic Size:** Can grow or shrink as needed.
* **Efficient Operations:** Push, Pop, and Peek operations are performed in constant time.

**Uses:**

* Function call management
* Undo mechanisms in applications
* Expression evaluation

#### **Queue Implementation**

#### A Queue is a First-In-First-Out (FIFO) data structure where the first element added is the first to be removed. It supports two main operations:

* **Enqueue:** Add an element to the rear of the queue.
* **Dequeue:** Remove and return the element from the front of the queue.
* **Peek:** View the element at the front without removing it.
* **IsEmpty:** Check if the queue is empty.
* **Size:** Get the number of elements in the queue.

**Linked List Operations:**  
In the linked list implementation of a queue:

* **Enqueue:** Add elements to the end of the list.
* **Dequeue:** Remove elements from the beginning of the list.
* **Peek:** Access the first element of the list.

**Advantages:**

* **Dynamic Size:** Can grow or shrink as needed.
* **Efficient Operations:** Enqueue and Dequeue operations are performed in constant time.

**Uses:**

* Task scheduling
* Buffer management
* Breadth-first search in algorithms
* **Java code: Linked list implementation of stack**

import java.util.LinkedList;

public class LinkedListStack<T> {

private LinkedList<T> list = new LinkedList<>();

public void push(T item) {

list.addFirst(item);

}

public T pop() {

if (isEmpty()) {

throw new IllegalStateException("Stack is empty");

}

return list.removeFirst();

}

public T peek() {

if (isEmpty()) {

throw new IllegalStateException("Stack is empty");

}

return list.getFirst();

}

public boolean isEmpty() {

return list.isEmpty();

}

public int size() {

return list.size();

}

public static void main(String[] args) {

LinkedListStack<Integer> stack = new LinkedListStack<>();

stack.push(1);

stack.push(2);

stack.push(3);

System.out.println("Top element: " + stack.peek()); // 3

System.out.println("Size: " + stack.size()); // 3

System.out.println("Popped: " + stack.pop()); // 3

System.out.println("Size after pop: " + stack.size()); // 2

}

}
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* **Java code: Linked list implementation of Queue**

import java.util.LinkedList;

public class LinkedListQueue<T> {

private LinkedList<T> list = new LinkedList<>();

public void enqueue(T item) {

list.addLast(item);

}

public T dequeue() {

if (isEmpty()) {

throw new IllegalStateException("Queue is empty");

}

return list.removeFirst();

}

public T peek() {

if (isEmpty()) {

throw new IllegalStateException("Queue is empty");

}

return list.getFirst();

}

public boolean isEmpty() {

return list.isEmpty();

}

public int size() {

return list.size();

}

public static void main(String[] args) {

LinkedListQueue<Integer> queue = new LinkedListQueue<>();

queue.enqueue(1);

queue.enqueue(2);

queue.enqueue(3);

System.out.println("Front element: " + queue.peek());

System.out.println("Size: " + queue.size());

System.out.println("Dequeued: " + queue.dequeue());

System.out.println("Size after dequeue: " + queue.size());

}
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**Conclusion:**

**LinkedList** implementations of Stacks and Queues offer dynamic and efficient solutions for managing collections of elements.

* **Stack:** Follows a Last-In-First-Out (LIFO) approach, with push and pop operations at the top. Ideal for recursion management and undo functionality.
* **Queue:** Follows a First-In-First-Out (FIFO) approach, with enqueue and dequeue operations at the rear and front. Suited for task scheduling and buffering.

Both data structures leverage the LinkedList class for dynamic resizing and efficient operations, making them versatile tools in algorithm design and system management.

**Q5. Binary search tree**

A Binary Search Tree (BST) is a binary tree where each node's left child has a smaller value, and the right child has a larger value.

**Key Operations:**

1. **Insert:**
   * Adds a value while preserving BST order.
   * Complexity: O(log n) average; O(n) worst case.
2. **Search:**
   * Checks if a value exists in the tree.
   * Complexity: O(log n) average; O(n) worst case.
3. **Delete:**
   * Removes a value and reorganizes the tree to maintain order.
   * Complexity: O(log n) average; O(n) worst case.

**Applications:** Efficient for sorting, searching, and maintaining dynamic data sets.

Operations:

1. Searching: Recursively traverse the tree to find the target value.
2. Insertion: Traverse the tree to find the appropriate position for the new node and add it while maintaining the ordering property.
3. Deletion: Identify the node to remove and rearrange the tree structure if necessary to maintain the ordering property.
4. Traversal: Visit all nodes in specific orders, such as inorder, preorder, and postorder, to process or display their values.

**Java code:**

public class BinarySearchTree<T extends Comparable<T>> {

private Node<T> root;

private static class Node<T> {

T data;

Node<T> left, right;

Node(T data) {

this.data = data;

this.left = this.right = null;}}

public void insert(T data) {

root = insertRec(root, data); }

private Node<T> insertRec(Node<T> root, T data) {

if (root == null) {

root = new Node<>(data);

return root;}

if (data.compareTo(root.data) < 0) {

root.left = insertRec(root.left, data);

} else if (data.compareTo(root.data) > 0) {

root.right = insertRec(root.right, data);}

return root;

}

public boolean search(T data) {

return searchRec(root, data) != null;

}

private Node<T> searchRec(Node<T> root, T data) {

if (root == null || data.equals(root.data)) {

return root;

}

if (data.compareTo(root.data) < 0) {

return searchRec(root.left, data);

} else {

return searchRec(root.right, data);

}

}

public void delete(T data) {

root = deleteRec(root, data);

}

private Node<T> deleteRec(Node<T> root, T data) {

if (root == null) {

return null;}

if (data.compareTo(root.data) < 0) {

root.left = deleteRec(root.left, data);

} else if (data.compareTo(root.data) > 0) {

root.right = deleteRec(root.right, data);

} else {

if (root.left == null) {

return root.right;

} else if (root.right == null) {

return root.left;

}

root.data = minValue(root.right);

root.right = deleteRec(root.right, root.data);

}

return root;

}

private T minValue(Node<T> root) {

T minValue = root.data;

while (root.left != null) {

minValue = root.left.data;

root = root.left; }

return minValue;

}

public void inorderTraversal() {

inorderRec(root);

System.out.println(); }

private void inorderRec(Node<T> root) {

if (root != null) {

inorderRec(root.left);

System.out.print(root.data + " ");

inorderRec(root.right);

} }

public void preorderTraversal() {

preorderRec(root);

System.out.println();

} private void preorderRec(Node<T> root) {

if (root != null) {

System.out.print(root.data + " ");

preorderRec(root.left);

preorderRec(root.right);

} }

public void postorderTraversal() {

postorderRec(root);

System.out.println();

}

private void postorderRec(Node<T> root) {

if (root != null) {

postorderRec(root.left);

postorderRec(root.right);

System.out.print(root.data + " ");

} }

public static void main(String[] args) {

BinarySearchTree<Integer> bst = new BinarySearchTree<>();

bst.insert(50); bst.insert(30);

bst.insert(20); bst.insert(40);

bst.insert(70); bst.insert(60);

bst.insert(80);

System.out.println("Inorder Traversal:");

bst.inorderTraversal(); // 20 30 40 50 60 70 80

System.out.println("Preorder Traversal:");

bst.preorderTraversal(); // 50 30 20 40 70 60 80

System.out.println("Postorder Traversal:");

bst.postorderTraversal(); // 20 40 30 60 80 70 50

System.out.println("Search 40:");

System.out.println(bst.search(40)); // true

System.out.println("Delete 20:");

bst.delete(20);

bst.inorderTraversal(); // 30 40 50 60 70 80

System.out.println("Search 20:");

System.out.println(bst.search(20)); // false

}
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**Conclusion:**

Binary Search Trees (BSTs) offer a versatile and efficient way to manage and organize data. By maintaining a sorted structure, they facilitate fast search, insertion, and deletion operations, making them suitable for dynamic data sets. While their performance is optimal with balanced trees, it can degrade in skewed scenarios, leading to linear time complexities. Despite this, their inherent properties and ease of implementation make BSTs a fundamental data structure in computer science, widely applicable in various algorithms and systems requiring ordered data management.

**Q5. Graph Representation**

**Theory:**

Graph representation refers to the method or technique used to represent a graph data structure in computer memory. In a graph, vertices (nodes) are connected by edges (links), and the representation method determines how these vertices and edges are stored and organized in memory. Different representation techniques, such as adjacency lists, adjacency matrices, and incidence matrices, offer varying trade-offs in terms of memory usage, computational efficiency, and suitability for different types of graphs and algorithms. The choice of representation depends on factors such as the size and density of the graph, memory constraints, and the specific operations to be performed on the graph.

1. Adjacency List: This representation involves each vertex holding a list of adjacent vertices. It's advantageous for sparse graphs due to its memory efficiency. Traversal of the adjacency list enables swift access to neighboring vertices, facilitating various operations such as graph traversal and pathfinding algorithms.
2. Adjacency Matrix: Here, a 2D array signifies edge presence between vertices. Best suited for dense graphs, it offers constant-time edge checks. However, its memory usage increases quadratically with the number of vertices, making it less efficient for large sparse graphs.
3. Incidence Matrix: Employing a 2D array where rows represent vertices and columns represent edges, this representation indicates vertex-edge connections. It's useful for graphs with attributes but is less common due to its higher memory consumption compared to other representations. Despite this, it offers a structured view of vertex-edge relationships, which can be beneficial in certain analytical contexts.

**Java Code:**

import java.util.LinkedList;

import java.util.List;

public class GraphRepresentation {

// Adjacency Matrix Representation

static class GraphAdjMatrix {

private int[][] adjMatrix;

private int numVertices;

public GraphAdjMatrix(int numVertices) {

this.numVertices = numVertices;

adjMatrix = new int[numVertices][numVertices];

}

public void addEdge(int i, int j) {

adjMatrix[i][j] = 1;

adjMatrix[j][i] = 1; // For undirected graph

}

public void removeEdge(int i, int j) {

adjMatrix[i][j] = 0;

adjMatrix[j][i] = 0; // For undirected graph

}

public void printGraph() {

System.out.println("Adjacency Matrix:");

for (int i = 0; i < numVertices; i++) {

for (int j = 0; j < numVertices; j++) {

System.out.print(adjMatrix[i][j] + " ");

}

System.out.println();

}

}

}

// Adjacency List Representation

static class GraphAdjList {

private List<List<Integer>> adjList;

private int numVertices;

public GraphAdjList(int numVertices) {

this.numVertices = numVertices;

adjList = new LinkedList<>();

for (int i = 0; i < numVertices; i++) {

adjList.add(new LinkedList<>());

}

}

public void addEdge(int src, int dest) {

adjList.get(src).add(dest);

adjList.get(dest).add(src); // For undirected graph

}

public void removeEdge(int src, int dest) {

adjList.get(src).remove((Integer) dest);

adjList.get(dest).remove((Integer) src); // For undirected graph

}

public void printGraph() {

System.out.println("Adjacency List:");

for (int i = 0; i < adjList.size(); i++) {

System.out.print("Vertex " + i + ":");

for (Integer vertex : adjList.get(i)) {

System.out.print(" -> " + vertex);

}

System.out.println();

}

}

}

public static void main(String[] args) {

int numVertices = 5;

// Adjacency Matrix Example

GraphAdjMatrix graphMatrix = new GraphAdjMatrix(numVertices);

graphMatrix.addEdge(0, 1);

graphMatrix.addEdge(0, 2);

graphMatrix.addEdge(1, 2);

graphMatrix.addEdge(1, 3);

System.out.println("Graph using Adjacency Matrix:");

graphMatrix.printGraph();

// Adjacency List Example

GraphAdjList graphList = new GraphAdjList(numVertices);

graphList.addEdge(0, 1);

graphList.addEdge(0, 2);

graphList.addEdge(1, 2);

graphList.addEdge(1, 3);

System.out.println("Graph using Adjacency List:");

graphList.printGraph();
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}

**Conclusion:**

In conclusion, graph representation is a crucial aspect of graph theory and computer science, enabling the efficient storage and manipulation of graphs in computer memory. By selecting the appropriate representation technique, such as adjacency lists, adjacency matrices, or incidence matrices, developers can optimize memory usage and computational efficiency while effectively capturing the relationships and connections within a graph. Understanding the strengths and limitations of each representation method is essential for designing efficient algorithms and solving various graph-related problems in diverse fields, including networking, social media analysis, logistics, and more.

**Q.6 SPANNING TREE AND SHORTEST PATH ALGORITHMS**

1. **Spanning Tree**

**Theory:**

● A spanning tree is a subset of Graph G, which has all the vertices covered with a minimum possible number of edges. Hence, a spanning tree does not have cycles and it cannot be disconnected..

● By this definition, we can draw a conclusion that every connected and undirected Graph G has at least one spanning tree.

● A disconnected graph does not have any spanning tree, as it cannot be spanned to all its vertices.

**Minimum Spanning Tree (MST)**

In a weighted graph, a minimum spanning tree is a spanning tree that has minimum weight than all other spanning trees of the same graph. In real-world situations, this weight can be measured as distance, congestion, traffic load or any arbitrary value denoted to the edges.

1. **KRUSKAL’S ALGORITHM**

**THEORY**

**Kruskal’s Algorithm** is used to find the MinimumSpanningTree **(**MST**)** of a connected, undirected graph. It works by:

1. **Sorting:** Ordering all edges by weight.
2. **Adding Edges:** Iteratively adding the smallest edge to the MST, ensuring no cycles are formed, until all vertices are connected.

**Key Points:**

* **Greedy Algorithm:** Chooses the smallest available edge at each step.
* **Union-Find:** A data structure is used to detect cycles.

**Use Case:** Efficient for sparse graphs and network design problems.

**CODE USING JAVA**

import java.util.\*;

// Class to represent an edge in the graph

class Edge implements Comparable<Edge> {

int src, dest, weight;

// Comparator to sort edges based on their weights

public int compareTo(Edge compareEdge) {

return this.weight - compareEdge.weight;

}

};

// Class to represent a subset for union-find

class Subset {

int parent, rank;

};

public class KruskalsAlgorithm {

int V, E; // V-> no. of vertices & E->no.of edges

Edge edge[]; // collection of all edges

// Creates a graph with V vertices and E edges

KruskalsAlgorithm(int v, int e) {

V = v;

E = e;

edge = new Edge[E];

for (int i = 0; i < e; ++i)

edge[i] = new Edge();

}

// A utility function to find set of an element i

// (uses path compression technique)

int find(Subset subsets[], int i) {

if (subsets[i].parent != i)

subsets[i].parent = find(subsets, subsets[i].parent);

return subsets[i].parent;

}

// A function that does union of two sets of x and y

// (uses union by rank)

void Union(Subset subsets[], int x, int y) {

int xroot = find(subsets, x);

int yroot = find(subsets, y);

// Attach smaller rank tree under root of high rank tree

// (Union by Rank)

if (subsets[xroot].rank < subsets[yroot].rank)

subsets[xroot].parent = yroot;

else if (subsets[xroot].rank > subsets[yroot].rank)

subsets[yroot].parent = xroot;

// If ranks are the same, then make one as root and increment its rank by one

else {

subsets[yroot].parent = xroot;

subsets[xroot].rank++;

}

}

// The main function to construct MST using Kruskal's algorithm

void KruskalMST() {

Edge result[] = new Edge[V]; // This will store the resultant MST

int e = 0; // An index variable, used for result[]

int i = 0; // An index variable, used for sorted edges

for (i = 0; i < V; ++i)

result[i] = new Edge();

// Step 1: Sort all the edges in non-decreasing order of their weight.

Arrays.sort(edge);

// Allocate memory for creating V subsets

Subset subsets[] = new Subset[V];

for (i = 0; i < V; ++i)

subsets[i] = new Subset();

// Create V subsets with single elements

for (int v = 0; v < V; ++v) {

subsets[v].parent = v;

subsets[v].rank = 0;

}

i = 0; // Initialize index for the edges[] array

// Number of edges to be taken is equal to V-1

while (e < V - 1) {

// Step 2: Pick the smallest edge. Increment index for the next iteration

Edge next\_edge = new Edge();

next\_edge = edge[i++];

int x = find(subsets, next\_edge.src);

int y = find(subsets, next\_edge.dest);

// If including this edge doesn't cause a cycle, include it in the result and increment the index of result for next edge

if (x != y) {

result[e++] = next\_edge;

Union(subsets, x, y);

}

// Else discard the next\_edge

}

// Print the contents of result[] to display the built MST

System.out.println("Following are the edges in the constructed MST:");

for (i = 0; i < e; ++i)

System.out.println(result[i].src + " -- " + result[i].dest + " == " + result[i].weight);

}

public static void main(String[] args) {

/\* Let us create following weighted graph
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int V = 4; // Number of vertices in the graph

int E = 5; // Number of edges in the graph

KruskalsAlgorithm graph = new KruskalsAlgorithm(V, E);

// add edge 0-1

graph.edge[0].src = 0;

graph.edge[0].dest = 1;

graph.edge[0].weight = 10;

// add edge 0-2

graph.edge[1].src = 0;

graph.edge[1].dest = 2;

graph.edge[1].weight = 6;

// add edge 0-3

graph.edge[2].src = 0;

graph.edge[2].dest = 3;

graph.edge[2].weight = 5;

// add edge 1-3

graph.edge[3].src = 1;

graph.edge[3].dest = 3;

graph.edge[3].weight = 15;

// add edge 2-3

graph.edge[4].src = 2;

graph.edge[4].dest = 3;

graph.edge[4].weight = 4;

// Function call

graph.KruskalMST();

}

}
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**CONCLUSION**

Kruskal's algorithm, a fundamental approach in graph theory and optimization, efficiently finds the minimum spanning tree (MST) of a connected, weighted graph. Through a systematic process of adding edges in ascending order of weight while avoiding cycles, Kruskal's algorithm constructs an MST that spans all vertices with the least total edge weight. Its simplicity, effectiveness, and time complexity of O(E log E) or O(E log V) make it a preferred choice for many applications, including network design, circuit layout, and clustering analysis. With its ability to handle sparse graphs and its straightforward implementation, Kruskal's algorithm stands as a cornerstone in the arsenal of graph algorithms, facilitating optimal solutions in various domains.

**B) Shortest-Path Problems:**

**Types, Single-Source Shortest path problem-Dijkestra’s Algorithm.**

**Shortest Path Problem**

In data structures,

● Shortest path problem is a problem of finding the shortest path(s) between vertices of a given graph.

● Shortest path between two vertices is a path that has the least cost as compared to all other existing paths.

**Shortest Path Algorithms**

Shortest path algorithms are a family of algorithms used for solving the shortest path problem.

**Applications**

Shortest path algorithms have a wide range of applications such as in-

● Google Maps

● Road Networks

● Logistics Research

1. **Dijkstra Algorithm**

**THEORY**

● The Dijkstra Algorithm is a very famous greedy algorithm.

● It is used for solving the single source shortest path problem.

● It computes the shortest path from one particular source node to all other remaining nodes of graph.

**CODE USING JAVA**

import java.util.\*;

class PrimAlgorithm {

// Number of vertices in the graph

private static final int V = 5;

// Function to find the vertex with minimum key value,

// from the set of vertices not yet included in MST

private int minKey(int[] key, boolean[] mstSet) {

int min = Integer.MAX\_VALUE, minIndex = -1;

for (int v = 0; v < V; v++) {

if (!mstSet[v] && key[v] < min) {

min = key[v];

minIndex = v;

}

}

return minIndex;

}

// Function to print the constructed MST stored in parent[]

private void printMST(int[] parent, int[][] graph) {

System.out.println("Edge \tWeight");

for (int i = 1; i < V; i++) {

System.out.println(parent[i] + " - " + i + "\t" + graph[i][parent[i]]);

}

}

// Function to construct and print MST for a graph represented

// using adjacency matrix representation // Key values used to pick minimum weight edge in cut

int[] key = new int[V];

// To represent set of vertices not yet in

void primMST(int[][] graph) {

// Array to store constructed MST

int[] parent = new int[V];

cluded in MST

boolean[] mstSet = new boolean[V];

// Initialize all keys as INFINITE

for (int i = 0; i < V; i++) {

key[i] = Integer.MAX\_VALUE;

mstSet[i] = false;

}

// Always include first vertex in MST.

// Make key 0 so that this vertex is picked as first vertex

key[0] = 0;

parent[0] = -1; // First node is always root of MST

// The MST will have V vertices

for (int count = 0; count < V - 1; count++) {

// Pick the minimum key vertex from the set of vertices

// not yet included in MST

int u = minKey(key, mstSet);

// Add the picked vertex to the MST Set

mstSet[u] = true;

// Update key value and parent index of the adjacent vertices

// of the picked vertex. Consider only those vertices which are

// not yet included in MST

for (int v = 0; v < V; v++) {

// graph[u][v] is non zero only for adjacent vertices of m

// mstSet[v] is false for vertices not yet included in MST

// Update the key only if graph[u][v] is smaller than key[v]

if (graph[u][v] != 0 && !mstSet[v] && graph[u][v] < key[v]) {

parent[v] = u;

key[v] = graph[u][v];

}

}

}

// print the constructed MST

printMST(parent, graph);

}

public static void main(String[] args) {

/\* Let us create the following graph

2 3

(0)--(1)--(2)

| / \ |

6| 8/ \5 |7

| / \ |

(3)-------(4)

9 \*/

PrimAlgorithm t = new PrimAlgorithm();

int[][] graph = new int[][]{{0, 2, 0, 6, 0},

{2, 0, 3, 8, 5},

{0, 3, 0, 0, 7},

{6, 8, 0, 0, 9},

{0, 5, 7, 9, 0}};

// Print the solution

t.primMST(graph);

}

}
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**CONCLUSION**

In conclusion, Dijkstra's algorithm stands as a cornerstone in graph theory and algorithm design, offering an elegant solution for finding shortest paths in weighted graphs. Its simplicity of implementation and efficiency make it indispensable for a wide array of applications, from network routing to GPS navigation. While its limitations, such as the assumption of non-negative edge weights, must be acknowledged, its enduring impact on the field of algorithms and its practical utility remain undeniable. As such, Dijkstra's algorithm continues to serve as a fundamental tool for computer scientists and programmers alike, solving shortest path problems with precision and effectiveness.

**Q.8 Sorting, Searching and Hashing Algorithm**

1. **Sorting**

**Theory:**

The arrangement of data in a preferred order is called sorting in the data Structure . By sorting data, it is easier to search through it quickly and easily. The simplest example of sorting is a dictionary. There are different types of sorting. i.e.

1. Bubble Sort: It’s a simple sorting algorithm that repeatedly steps through the list, compares adjacent elements, and swaps them if they’re in the wrong order.
2. Insertion Sort: In Insertion Sorting, the dataset is virtually split into a sorted and an unsorted part, then the algorithm picks up the elements from the unsorted part and places them at the correct position in the sorted part.
3. Selection Sort: In Selection Sorting, we move along the data and select the smallest item, swap the selected item to the position 0,and so on.
4. Quick Sort: This sorting algorithm picks up a pivot element, then partitions the dataset into two sub-arrays, one sub-array is greater than the element and another sub-array is less than the element.
5. Merge Sort: It divides the dataset into smaller sub-arrays , sorts them individually, and then merges them to obtain the final sorted result.
6. Heap Sort: Heap Sorting involves building a Heap data structure from the given array and then utilizing the Heap to sort the array.
7. Radix Sort: It sorts the numbers by sorting each digit from left to right, resulting in the sorted data. Its time complexity is O(d\*(n+b)).
8. **Insertion sort**

**Java code:**

public class InsertionSort {

static void insertionSort(int arr[], int n) {

int i, key, j;

for (i = 1; i < n; i++) {

key = arr[i];

j = i - 1;

while (j >= 0 && arr[j] > key) {

arr[j + 1] = arr[j];

j = j - 1;

}

arr[j + 1] = key;

} } static void printArray(int arr[], int n) {

for (int i = 0; i < n; i++)

System.out.print(arr[i] + " ");

System.out.println(); }

public static void main(String args[]) {

int arr[] = { 12, 11, 13, 5, 6 };

int N = arr.length;

insertionSort(arr, N);

printArray(arr, N);

} }

Output:

![InsertionSorting.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAY4AAAArCAYAAABvom+VAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAkFSURBVHhe7Z0rb2s5EMdnF4eURBcUhaSkKDiohZWCKvULBEUKDYwCQyMV5QtUKooU2KLgoJKWBBWVlITvztg+75d9jpMmvf+fFO323HPssT322OPXP3/+/PmPAAAAAEv+Nf8FAAAArIDhAAAA4AQMBwAAACdgOAAAADjhZDj6sydarxc0NH+fBf0ZPa3XLLf5Pc2ob/4pxOYd34Rxnll+ngBnqYc/jdG3xalk2qnJA5z4/SOOzZQe7u7ojn+rnXmWxuYdcESGtOBG5Wl2cPN9gvzNaQfngjYcw0XU2879PdHR9Tg9Coj9fkUvJTRWY1qaRwCcHtqQRfXvB9oCcHJow7Ecq962/s1pu+dnu1Xs2QNNN+rNo7NbBTJEvzFaWgAOj+pQDqi9nYd1b74l6k3gYvrbydkA2KfZ04R6X2w4Ui20+JYnvS9a3b3RNStUxzzfs2I9JCyLCaNl/qQ9beeOxkdGHJMefbHhKDcU0iOKZCmLa7hY06C9pfnDlIpEKX+nOC6b76QCPrzcqnRFWZP9RuVz94Off9J9WT6bPArDCnHM70w4qe+lARm01bPPe05nmAE71oX4iKlZuWv9yqYmIEj/UfVQYaNjFe9U5OG7Zdo1NulKy6ORjphdx6u4HVC63jFlb60bNvJUpMs6LsHEl1O/QHNqzHF0aMAFwiWleyGrHbV6o9jwVQrMKFyil3KAIe4xe0QVcb1/8zCtdUFX5vU8vj5ZfW3nU1o9mqxv6Huu39X5PInSZRp7rkVGHjNSVJXIpXHk8hoRPRqZtFytnPKSZ1xZKShXiY91IVxI0LzcN9MH8+2KU6EbyyAs+SWNwrH00DRAiRH4K12MYgsorPWwOA/JOu0W6VJu3qQ8d/ySUg9bhveqAd+9Za3M8k0k7NB1mLYK3bCSx7a8qvTQMLzWRqrVpdvEPwAf1JocT/QSlm+s6C3qmtLpz264wLjxivVSNtNHLlwu8HufrTn3Tm5YNbhCxxsUHRer9Y3PlVHVcW0+v8xTQXpOa1oHrUb/ktpcTb7f9Z+27FYxA6Dymah9afL5tsu5vqPX8IUNTV/TFdqGJY1TPbLls1TqqEwDVGMWluuGXj448cZYHq/cI46ih6rsOK5EAxrPMzc9LMtDG2zSNbzn0SP3tB9j8rjSv1Spphy7Ib2kjBEqS5eNPC7lZZWHpr7Q/oNe6mcDKKCG4ShQJkWfbruqm5IaNm5Itavty0QlsqEziE/Myc8sw+zfkkS1z7TG7pWxEou4dGVqk27Xr+hChtuday3r1QU3aa6U5bMEWRSiu4HKsPmkuBkMUCOmGHqEIC4C/+VezZH00OSF6GHuKNZRD4vz0IbqdEnP/Zrt2P7jhZ8elqATIxSny0Yet/Kyy0M27jIigZvqINQacRQTNJiDVGMf90e6kZ0cTypIWokigkbcH2Vx6QamRReqi8XD5N2We0txGb6o8PMa6FFBh24i/4Tu+dboYel9EfHyyvqiy/Ff7s3wKY80QNoNGHVisu6u4+jhaeVzcZpdOTX9AVV4NhzvJK5+GbYnG3vzO6r199tQlyPdIo30wmSYv3ubcm9Ju07UsH//zbnjETOKkXkPXckm1CP3icBgQjppoLWf3Z5TKnfBtzwbmj6Yb5VvvpXjey/Cpx5Wp8sX2vVaYPSU7nkY2Yacmv6AKjwbjkO6JlJsXkg8AZ2MQ79o2NsAi7hC5efe022XVKWSScRW95afMF+fHpU/8qs3q2BG/v2Wnhtllu9y13nZUsO3OhxQD2VxgzEeSjzveliWdpt05X+v5hnM/1th5ozy5oOG2vdkObK1kecQ5SWT7dyhOsYpEH8hng2HcaHIiqBch7BPzGQwD2/jUfVnI+q19rRt1hKmsIlLK3+rN+Cev6lUUvk4Lwbco8/6wJvgq6KZcOIrT8wKGFcPgd9yN3J1bhxXQEV4k2e4yOzi1gsTgh63bz0sT3t1uszcSux7GVUO2nuW2IUlPWv/XCpdHFaH0/Vo20mxk8d7u4FVVQel5j6O+DyDXq4oS+2SSwar1mxXYJabVu7jUGu74zHtEvIFrpg8ZHWGyGzzjsIyrvg3es17lHZ7earyOT+PBad8Dso7FEnSpPdHhHGZdFeH66HcQ9JyueZP9KypPNkyS5a7okI37PNQKE67pjpdgd4pZGQ6JvUNC+VWFp7SZSdPRbqc8tCEhX0cBwE3AJ4lxZVCV9DUxikAAPCId1cVOAJmb0HeEke1EREAAA4IDMc5YvYWyMR7wn3bn9FI/BvY9AQAOCBwVZ0t+f7gpC8cAAD8A8MBAADACbiqAAAAOAHDAQAAwAkYDgAAAE7AcAAAAHAChgMAAIATMBwAAACciJbjZs6kCcg5l8eK9D6DmuGYM6vkULnCYzRs3rGhIpzMmUVNzsEpiyuvLHDmDgDgREiNOKQRix3TrX7ujb00sHIZkBxgVj8cOehtTesR0auc0pmLzTs2VIejjEb3g+Zhelbq5NuJ87HNFjIvx7F8axIXAAD4x7+ryhx7YXeCZTHDxYS6H3N1x0TRgeQ279hgE466njLR4zfHTjse21xP5iAuj9fhAgBATbwbjuBi+qbXYSzHd5VHZ9i8Y4OvcGw4ZlwAAHAIUoZDrsRch/f9rtcLcrtWpU9yS6rcdne1iIezzlyG8xu4UhclH+GKWjOK22+f3eeIAADAM5HhyPjV5YL+Dg1yLuYvJrp0/votFtZqp+7G/lXGY7jQF9P4vKI2jkyeB4ZXJtF3K4xUAAAnQYmrakPTxy3J3cpd17sXuZFLzG+wUWLbkT0G/FwJVj3JSqcmEzllyN3WMUO+ogEbERcjDgAAh6F8jiO49yH34vw89MX0vxoZCeihBq0Sk+WHZTlecYw1jDgAAHim3HCYC993b7a9anPRfvsyNbKI5j7O2tkS7r2ou7cFAADOn2LDEfSs026nCpbPW9q3ejSK+VT6sxH1WnvaNl1q9ZP8qNGQvR+ymXJHr5jnAAD8MOHO8cyuaKb2XoywkQ1wb2zz5Akxu6i5Na18x6aZtYlLVomlN3OHeI4rL1242Q8AcCrgBkAAAABOlM9xAAAAAClgOAAAADhA9D+fzPFyjvEYXQAAAABJRU5ErkJggg==)

1. **Selection sort**

import java.util.Arrays;

public class SelectionSort {

// Function for Selection sort

static void selectionSort(int arr[], int n) {

int i, j, min\_idx;

// One by one move boundary of

// unsorted subarray

for (i = 0; i < n - 1; i++) {

// Find the minimum element in

// unsorted array

min\_idx = i;

for (j = i + 1; j < n; j++) {

if (arr[j] < arr[min\_idx])

min\_idx = j;

}

// Swap the found minimum element

// with the first element

if (min\_idx != i) {

int temp = arr[min\_idx];

arr[min\_idx] = arr[i];

arr[i] = temp;}}}

// Function to print an array

static void printArray(int arr[], int size) {

for (int i = 0; i < size; i++) {

System.out.print(arr[i] + " ");

}

System.out.println();

}

// Driver program

public static void main(String[] args) {

int arr[] = { 64, 25, 12, 22, 11 };

int n = arr.length;

// Function Call

selectionSort(arr, n);

System.out.println("The Sorted Array: ");

printArray(arr, n);

}}

![SelectionSOrt.png](data:image/png;base64,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)

1. **Bubble sort**

import java.util.Arrays;

public class BubbleSort {

// An optimized version of Bubble Sort

static void bubbleSort(int arr[], int n) {

int i, j;

boolean swapped;

for (i = 0; i < n - 1; i++) {

swapped = false;

for (j = 0; j < n - i - 1; j++) {

if (arr[j] > arr[j + 1]) {

// Swap elements if they are in the wrong order

int temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

swapped = true;

}

}

// If no two elements were swapped by inner loop, then break

if (!swapped)

break;

}

}

// Function to print an array

static void printArray(int arr[], int size) {

for (int i = 0; i < size; i++)

System.out.print(arr[i] + " ");

}

// Driver program to test above functions

public static void main(String args[]) {

int arr[] = { 64, 34, 25, 12, 22, 11, 90 };

int N = arr.length;

bubbleSort(arr, N);

System.out.println("Sorted array:");

printArray(arr, N);

}}

![Bubble Sort.png](data:image/png;base64,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)Output:

1. **SEARCHING ALGORITHM**

**Theory :**

Searching algorithms are vital tools in computer science for locating specific items within data collections. Three main types of searching algorithms exist:

* Binary Search: Utilized in sorted arrays, binary search repeatedly divides the search interval in half, leveraging the sorted nature of the array to achieve a time complexity of O(log N).
* Interpolation Search: An enhancement over binary search, interpolation search is effective when sorted array values are uniformly distributed. It constructs new data points within the range of known data points, potentially leading to different search locations based on the value being sought.

1. **Binary searching**

import java.util.Scanner;

public class BinarySearch {

// Function that returns index of

// x if it is present in arr[l, r]

int binarySearch(int arr[], int l,

int r, int x)

{

if (r >= l) {

int mid = l + (r - l) / 2;

// If the element is present

// at the middle itself

if (arr[mid] == x)

return mid;

// If element is smaller than

// mid, then it can only be

// present in left subarray

if (arr[mid] > x)

return binarySearch(arr, l,

mid - 1, x);

// Else the element can only be

// present in right subarray

return binarySearch(arr, mid + 1,

r, x);

}

// Reach here when element is

// not present in array

return -1;

}

// Driver Code

public static void main(String args[])

{

// Create object of this class

BinarySearch ob = new BinarySearch();

Scanner sc=new Scanner(System.in);

// Given array arr[]

int arr[] = { 2, 3, 4, 10, 40 };

int n = arr.length;

System.out.println("Enter the element you want to search:");

int x=sc.nextInt();

// Function Call

int result = ob.binarySearch(arr, 0,

n - 1, x);

if (result == -1)

System.out.println("Element "

+ "not present");

else

System.out.println("Element found"

+ " at index "

+ result);

}

}

Output:

![BinarySearch.png](data:image/png;base64,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)

1. **Interpolation searching**

import java.util.Scanner;

public class InterpolationSearch {

public static int interpolationSearch(int[] arr, int target) {

int low = 0;

int high = arr.length - 1;

while (low <= high && target >= arr[low] && target <= arr[high]) {

// Calculate the position of the target element based on its value

int pos = low + (((target - arr[low]) \* (high - low)) / (arr[high] - arr[low]));

// Check if the target element is at the calculated position

if (arr[pos] == target) {

return pos;

}

// If the target element is less than the element at the

// calculated position, search the left half of the list

if (arr[pos] > target) {

high = pos - 1;

} else {

// If the target element is greater than the element

// at the calculated position, search the right half of the list

low = pos + 1;

}

}

return -1;

}

public static void main(String[] args) {

int[] arr = {1, 2, 3, 4, 5, 6, 7, 8, 9};

Scanner sc=new Scanner(System.in);

System.out.println("Enter the element you want to search:");

int target=sc.nextInt();

int index = interpolationSearch(arr, target);

if (index == -1) {

System.out.println(target + " not found in the list");

} else {

System.out.println(target + " found at index " + index);

}

}

}

Output:

![InterpolationSearch.png](data:image/png;base64,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)

**Conclusion:**

In conclusion, linear search is a basic search algorithm that can be useful in certain situations, such as when the list of elements is small, or when the list is unsorted. Binary search is a more efficient search algorithm for large, sorted lists.

1. **Hashing Algorithm**

**Theory:**

A hashing algorithm converts input into a fixed-size output, serving as an index in an array or hash table. The hash function ensures determinism, always producing the same result for a given input. Different hashing techniques include:

* Linear Probing: Used to resolve collisions in hash tables by linearly searching for the next available location if the hashed memory location is already filled. The table is considered circular for seamless traversal.
* Quadratic Probing: Similar to linear probing but utilizes a quadratic sequence (h, h+1, h+4, h+9...) to search for available locations, aiming to distribute values more evenly.
* Separate Chaining: Handles collisions by allowing multiple key-value pairs to be stored at the same index. Each index contains a linked list or another data structure holding the colliding pairs.
* Double Hashing: Resolves collisions by employing two hash functions to compute two different hash values for a key. The first function calculates the initial hash value, while the second determines the step size for the probing sequence, resulting in a lower collision rate compared to other methods.

1. **Linear Probing**

public class LinearProbingHashTable {

private static final int DEFAULT\_CAPACITY = 10;

private static final double LOAD\_FACTOR\_THRESHOLD = 0.7;

private Entry[] table;

private int size;

public LinearProbingHashTable() {

this(DEFAULT\_CAPACITY);

}

public LinearProbingHashTable(int initialCapacity) {

table = new Entry[initialCapacity];

size = 0;

}

private static class Entry {

Object key;

Object value;

boolean deleted;

Entry(Object key, Object value) {

this.key = key;

this.value = value;

this.deleted = false;

}

}

public void put(Object key, Object value) {

if ((double) size / table.length > LOAD\_FACTOR\_THRESHOLD) {

resize();

}

int index = hash(key);

while (table[index] != null && !table[index].deleted) {

if (table[index].key.equals(key)) {

table[index].value = value;

return;

}

index = (index + 1) % table.length; // Linear probing

}

table[index] = new Entry(key, value);

size++;

}

public Object get(Object key) {

int index = find(key);

return index != -1 ? table[index].value : null;

}

public void remove(Object key) {

int index = find(key);

if (index != -1) {

table[index].deleted = true;

size--;

}

}

private int find(Object key) {

int index = hash(key);

while (table[index] != null) {

if (!table[index].deleted && table[index].key.equals(key)) {

return index;

}

index = (index + 1) % table.length; // Linear probing

}

return -1;

}

private int hash(Object key) {

return Math.abs(key.hashCode()) % table.length;

}

private void resize() {

Entry[] oldTable = table;

table = new Entry[table.length \* 2];

size = 0;

for (Entry entry : oldTable) {

if (entry != null && !entry.deleted) {

put(entry.key, entry.value);

}

}

}

public static void main(String[] args) {

LinearProbingHashTable hashTable = new LinearProbingHashTable();

hashTable.put(1, "One");

hashTable.put(2, "Two");

hashTable.put(3, "Three");

hashTable.put(4, "Four");

hashTable.put(5, "Five");

hashTable.put(6, "Six");

hashTable.put(7, "Seven");

System.out.println("Value associated with key 3: " + hashTable.get(3));

hashTable.remove(3);

System.out.println("Value associated with key 3 after removal: " + hashTable.get(3));

}

}

Output:

![Linearhashing.png](data:image/png;base64,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)

1. **Separate Chaining**

import java.util.ArrayList;

import java.util.Objects;

// A node of chains

class HashNode<K, V> {

K key;

V value;

final int hashCode;

// Reference to next node

HashNode<K, V> next;

// Constructor

public HashNode(K key, V value, int hashCode)

{

this.key = key;

this.value = value;

this.hashCode = hashCode;

}

}

// Class to represent entire hash table

class Map<K, V> {

// bucketArray is used to store array of chains

private ArrayList<HashNode<K, V> > bucketArray;

// Current capacity of array list

private int numBuckets;

// Current size of array list

private int size;

// Constructor (Initializes capacity, size and

// empty chains.

public Map()

{

bucketArray = new ArrayList<>();

numBuckets = 10;

size = 0;

// Create empty chains

for (int i = 0; i < numBuckets; i++)

bucketArray.add(null);

}

public int size() { return size; }

public boolean isEmpty() { return size() == 0; }

private final int hashCode (K key) {

return Objects.hashCode(key);

}

// This implements hash function to find index

// for a key

private int getBucketIndex(K key)

{

int hashCode = hashCode(key);

int index = hashCode % numBuckets;

// key.hashCode() could be negative.

index = index < 0 ? index \* -1 : index;

return index;

}

// Method to remove a given key

public V remove(K key)

{

// Apply hash function to find index for given key

int bucketIndex = getBucketIndex(key);

int hashCode = hashCode(key);

// Get head of chain

HashNode<K, V> head = bucketArray.get(bucketIndex);

// Search for key in its chain

HashNode<K, V> prev = null;

while (head != null) {

// If Key found

if (head.key.equals(key) && hashCode == head.hashCode)

break;

// Else keep moving in chain

prev = head;

head = head.next;

}

// If key was not there

if (head == null)

return null;

// Reduce size

size--;

// Remove key

if (prev != null)

prev.next = head.next;

else

bucketArray.set(bucketIndex, head.next);

return head.value;

}

// Returns value for a key

public V get(K key)

{

// Find head of chain for given key

int bucketIndex = getBucketIndex(key);

int hashCode = hashCode(key);

HashNode<K, V> head = bucketArray.get(bucketIndex);

// Search key in chain

while (head != null) {

if (head.key.equals(key) && head.hashCode == hashCode)

return head.value;

head = head.next;

}

// If key not found

return null;

}

// Adds a key value pair to hash

public void add(K key, V value)

{

// Find head of chain for given key

int bucketIndex = getBucketIndex(key);

int hashCode = hashCode(key);

HashNode<K, V> head = bucketArray.get(bucketIndex);

// Check if key is already present

while (head != null) {

if (head.key.equals(key) && head.hashCode == hashCode) {

head.value = value;

return;

}

head = head.next;

}

// Insert key in chain

size++;

head = bucketArray.get(bucketIndex);

HashNode<K, V> newNode

= new HashNode<K, V>(key, value, hashCode);

newNode.next = head;

bucketArray.set(bucketIndex, newNode);

// If load factor goes beyond threshold, then

// double hash table size

if ((1.0 \* size) / numBuckets >= 0.7) {

ArrayList<HashNode<K, V> > temp = bucketArray;

bucketArray = new ArrayList<>();

numBuckets = 2 \* numBuckets;

size = 0;

for (int i = 0; i < numBuckets; i++)

bucketArray.add(null);

for (HashNode<K, V> headNode : temp) {

while (headNode != null) {

add(headNode.key, headNode.value);

headNode = headNode.next;

}

}

}

}

// Driver method to test Map class

public static void main(String[] args)

{

Map<String, Integer> map = new Map<>();

map.add("this", 1);

map.add("coder", 2);

map.add("this", 4);

map.add("hi", 5);

System.out.println(map.size());

System.out.println(map.remove("this"));

System.out.println(map.remove("this"));

System.out.println(map.size());

System.out.println(map.isEmpty());

}

}

Output:

![Seperatehashing.png](data:image/png;base64,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)

**Conclusion:**

One common technique is open addressing, where collisions are resolved by probing the table for an empty slot. Linear probing sequentially searches for the next available slot, while quadratic probing uses a quadratic function to determine the next slot to check, reducing clustering. However, both methods can suffer from clustering issues. Another approach, double hashing, uses two hash functions to calculate the step size, which helps mitigate clustering and provides better distribution of values across the table. Separate chaining is another popular technique, where each slot in the hash table contains a linked list of key-value pairs that hash to the same index. This method is simple and efficient but may incur additional memory overhead. Each hashing technique has its advantages and disadvantages, and the choice of which to use depends on factors such as the data distribution, performance requirements, and memory constraints. Overall, understanding the characteristics of different hashing techniques is essential for designing efficient and reliable data structures and algorithms.